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Light on two sides of every room

- **Super-patterns:** wings of light, positive outdoor space, cascade of roofs
- **Statement of problem:** People gravitate to well-lit rooms.
- **Discussion:**
- **Summary of the solution:** Light on two sides; natural light through the windows
- **Sub-patterns:** Roof layout, windows overlooking life, window place, filtered light
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The Quality Without A Name
```
partition (array, left, right, pivot)
{
    pivot_value = array[pivot];
    swap (array, pivot, right);
    store = left;
    for (i = left; i < right; i++) {
        if (array[i] < pivot_value) {
            swap (array, i, store);
            store++;
        }
    }
    swap (array, store, right);
    return store;
}

quicksort (array, left, right)
{
    if (left < right) {
        pivot = (left + right) / 2;
        new_pivot = partition (array, left, right, pivot);
        quicksort (array, left, new_pivot - 1);
        quicksort (array, new_pivot + 1, right);
    }
}  
```
The Quality for Software

(According to Richard Gabriel)

- It was not written to unrealistic deadline
- Any bad parts were repaired during the maintenance or are being repaired now
- If it is small, it was written by an extraordinary person, someone I would like as a friend; if it is large, it was not designed by one person, but over time in a slow, careful, incremental way
- If I look at any small part of it, I can see what is going on
- If I look at any large part in overview, I can see what is going on
- It is like a fractal, in which every level of details is as locally coherent and as well thought as any other level
- Every part of the code is transparently clear - there are no sections that are obscure in order to gain efficiency
- Everything about it seems to be familiar
- I can imagine changing it, adding some functionality
- I am not afraid of it, I will remember it
# 15 Properties of Living Structure

<table>
<thead>
<tr>
<th>Levels of scale</th>
<th>Strong centers</th>
<th>Thick boundaries</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alternating repetition</td>
<td>Positive space</td>
<td>Good shape</td>
</tr>
<tr>
<td>Local symmetries</td>
<td>Deep interlock and ambiguity</td>
<td>Contrast</td>
</tr>
<tr>
<td>Gradients</td>
<td>Roughness</td>
<td>Echoes</td>
</tr>
<tr>
<td>The void</td>
<td>Simplicity and inner calm</td>
<td>Non-separateness</td>
</tr>
</tbody>
</table>
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